多线程的同时启动

# 多线程

通过for循环创造多个线程，但是由于主循环中都是顺序执行代码，如何等到多个线程都创建完毕之后，一起启动呢？

方法1：利用CountDownLatch类：

# CountDownLatch类(锁存器)介绍

latch 英 [lætʃ] 美 [lætʃ]

n.**门闩;弹簧锁**

vt.& vi.闩上;用碰锁锁上（门等）;抓住，占有

## CountDownLatch类：锁存器

java.lang.Object

java.util.concurrent.CountDownLatch

**public class CountDownLatch extends Object**

**CountDownLatch**类存在于**java.util.concurrent**并发包中，直接继承与Object类。

## 功能介绍：

**CountDownLatch**：**A synchronization aid** that **allows one or more threads to wait until a set of operations being performed in other threads completes.**

**等待一个或多个线程创建完毕，然后一起启动。**

**CountDownLatch是一个同步辅助类，在完成一组正在其他线程中执行的操作之前，它允许一个或多个线程一直等待。**

A CountDownLatch is initialized with a given count. The await methods block until the current count reaches zero due to invocations of the **countDown()** method, after which all waiting threads are released and any subsequent invocations of await return immediately. **This is a one-shot phenomenon -- the count cannot be reset**. If you need a version that resets the count, consider using a **CyclicBarrier**.

**A CountDownLatch is a versatile synchronization tool** and can be used for a number of purposes. A CountDownLatch initialized with a count of one serves as a simple on/off latch, or gate: all threads invoking await wait at the gate until it is opened by a thread invoking **countDown()**. A CountDownLatch initialized to N can be used to make one thread wait until N threads have completed some action, or some action has been completed N times.

A useful property of a CountDownLatch is that it doesn't require that threads calling countDown wait for the count to reach zero before proceeding, it simply prevents any thread from proceeding past an await until all threads could pass.

## 构造方法：只有1个

**CountDownLatch(int count)**

Constructs a CountDownLatch initialized with the given count.

给定一个初始化的数量，创建一个CountDownLatch对象。

**Parameters**:

**count** - the number of times countDown() must be invoked **before threads can pass through await()**

Throws: **IllegalArgumentException** - if count is negative

## CountDownLatch的方法

**一共5个：await()、await()、countDown()、getCount()、toString()**

主要方法

**await();** // 调用此方法会一直阻塞当前线程，不会向下执行，直到计数值为0的时候该线程才会继续向下执行；使当前线程在锁存器倒计数至零之前一直等待

**countDown();** // 当前线程调用此方法，就会**递减锁存器的计数**；如果计数到达零，则释放所有等待的线程，否则计数值减一。

### public void await() throws InterruptedException

**Causes the current thread to wait** until the latch has counted down to zero, unless the thread is interrupted.

If the current count is zero then this method returns immediately.

If the current count is greater than zero then the current thread becomes disabled for **thread scheduling purposes** and lies dormant until **one of two things happen**:

* 1. The count reaches zero due to invocations of the **countDown**() method; or
  2. Some other thread **interrupts** the current thread.

If the current thread:

has its interrupted status set on entry to this method; or

is interrupted while waiting,

then **InterruptedException** is thrown and the current thread's interrupted status is cleared.

**Throws**:**InterruptedException** - if the current thread is interrupted while waiting

### public boolean await(long timeout, TimeUnit unit) throws InterruptedException

Causes the current thread to wait **until the latch has counted down to zero**, unless the thread is interrupted, or **the specified waiting time elapses**.

If the current count is zero then this method returns immediately with the value **true**.

If the current count is greater than zero then the current thread becomes disabled for thread scheduling purposes and lies dormant until **one of three things happen**:

The count reaches zero due to invocations of the countDown() method; or

Some other thread interrupts the current thread; or

The specified waiting time **elapses**.

If the count reaches zero then the method returns with the value true.

If the current thread:

has its interrupted status set on entry to this method; or

is interrupted while waiting,

then **InterruptedException** is thrown and the current thread's interrupted status is cleared.

If the specified waiting time elapses then the value false is returned. If the time is less than or equal to zero, the method will not wait at all.

Parameters: **timeout** - the maximum time to wait

**unit** - the time unit of the timeout argument

Returns:true if the count reached zero and false if the waiting time elapsed before the count reached zero

Throws:**InterruptedException** - if the current thread is interrupted while waiting

### void countDown():使当前门闩的数值减1。

**Decrements the count of the latch**, releasing all waiting threads if the count reaches zero.

If the current count is greater than zero **then it is decremented**. If the new count is zero then all waiting threads **are re-enabled for thread scheduling purposes**.If the current count equals zero then nothing happens.

如果当前数值大于0，那么就减1;若新的数值等于1，那么所有等待的线程就是同时执行；若当前数值等于0，什么也不发生。

### long getCount()方法：返回初始化的数目

**long getCount()**：Returns the current count.

This method is typically used for debugging and testing purposes.

### String toString()：

Returns a string identifying this latch, as well as its state.

The state, in brackets, includes the String "**Count ="** followed by the current count.

**Overrides**: toString in class Object

**Returns**: a string identifying this latch, as well as its state

### 继承的方法
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## API示例1介绍：

**Sample usage**: Here is a pair of classes in which a group of worker threads use two countdown latches: The first is **a start signal** that prevents any worker from proceeding until the driver is ready for them to proceed;The second is a completion signal that allows the driver to wait until all workers have completed.

class Driver { // ...

void main() throws InterruptedException {

CountDownLatch **startSignal** = new CountDownLatch(1);//用于开启所有线程

CountDownLatch doneSignal = new CountDownLatch(N);//等待所有线程结束之后，继续主线程

for (int i = 0; i < N; ++i)**{** // create and start threads

**new Thread(new Worker(startSignal, doneSignal)).start();**

**}**

doSomethingElse(); // **don't let run yet**

startSignal.countDown(); // **let all threads proceed**

doSomethingElse();

doneSignal.await(); // wait for all to finish

// …等待所有线程执行完毕后，再继续执行

}

}

class Worker implements Runnable {

private final CountDownLatch startSignal;

private final CountDownLatch doneSignal;

Worker(CountDownLatch startSignal, CountDownLatch doneSignal) {

this.startSignal = startSignal;

this.doneSignal = doneSignal;

}

public void run() {

try {

**startSignal.await();**

doWork();

**doneSignal.countDown();**

} catch (InterruptedException ex) {} // return;

}

void doWork() { ... }

}

## API示例2介绍

Another typical usage would be to divide a problem into N parts, describe each part with a Runnable that executes that portion and counts down on the latch, and queue all the Runnables to an Executor. When all sub-parts are complete, the coordinating thread will be able to pass through await. (When threads must repeatedly count down in this way, instead use a CyclicBarrier.)

class Driver2 { // ...

void main() throws InterruptedException {

CountDownLatch doneSignal = new CountDownLatch(N);

Executor e = ...

for (int i = 0; i < N; ++i) // create and start threads

e.execute(new WorkerRunnable(doneSignal, i));

doneSignal.await(); // wait for all to finish

}

}

class WorkerRunnable implements Runnable {

private final CountDownLatch doneSignal;

private final int i;

WorkerRunnable(CountDownLatch doneSignal, int i) {

this.doneSignal = doneSignal;

this.i = i;

}

public void run() {

try {

doWork(i);

doneSignal.countDown();

} catch (InterruptedException ex) {} // return;

}

void doWork() { ... }

}

Memory consistency effects: Until the count reaches zero, actions in a thread prior to calling countDown() happen-before actions following a successful return from a corresponding await() in another thread.

## 使用场景1：（不如API示例）

类介绍有两个示例，见API介绍。

场景1：当需要等待**所有线程都准备好**之后，一起启动的场景（公平原则）。

import java.util.Scanner;

import java.util.concurrent.CountDownLatch;

import org.junit.Test;

public class **CountDownLatchTest** {

@Test

public void test() throws InterruptedException{

int N = 10;

CountDownLatch countDownLatch = new CountDownLatch(N);

for(int i = 0;i < N;i++ ){

**new Thread(new Target(countDownLatch)).start();//创建线程**

countDownLatch.countDown();

System.out.print(countDownLatch.getCount()+",");//获取计数值的大小

}

Scanner scanner = new Scanner(System.in);

scanner.next();//阻塞主线程

}

}

/\*

\* 封装任务类

\*/

class Target implements Runnable{

private CountDownLatch countDownLatch;

**public Target(CountDownLatch countDownLatch){**

**this.countDownLatch = countDownLatch;**

**}**

@Override

public void run() {

try {

**countDownLatch.await();//线程等待,计数值为0**

doSomethingElse();//线程其他任务

}catch (InterruptedException e) {

e.printStackTrace();

}finally{

**countDownLatch.countDown();//目的：一旦发生异常，保证计数值减一**

}

}

private void doSomethingElse() {

System.out.println("当前线程："+Thread.currentThread().getName());

}

}

执行结果：

![](data:image/png;base64,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)

实现方法：需要将创建的CountDownLatch锁存器对象传入到任务中，使多个线程同时共享一个CountDownLatch对象，这样锁存器对象才可以统一管理这多个线程。在Runnable实现类的run方法中首先执行countDownLatch.await()方法，阻塞线程。注意在**finally**中调用countDown()方法,避免异常发生，导致线程始终无法启动。在线程执行的外部，调用countDownLatch.countDown()正常递减计数值，等到减为0，同时启动多个线程。

## 使用场景2：（不如API示例）

程序启动的时候，根据业务**开启几个线程**去执行检查服务是否正常，主线程一直等待，当检查的线程都结束的时候，主线程才能去判断对应的所有的线程返回结果，检查是否正常。

比如有一个任务A，它要等待**其他3个检查任务执行完毕之后**才能执行，此时就可以利用**CountDownLatch**来实现这种功能了。

代码示例：

import java.util.concurrent.CountDownLatch;

import org.junit.Test;

public class **CountDownLatchTest** {

@Test

public void test() throws InterruptedException{

int N = 3;

CountDownLatch countDownLatch = new CountDownLatch(N);

**new Thread(new Check1(countDownLatch)).start();//执行检查1任务**

**new Thread(new Check2(countDownLatch)).start();//执行检查2任务**

**new Thread(new Check3(countDownLatch)).start();//执行检查3任务**

countDownLatch.await();//等待以上三次检查完毕，才能继续执行

System.out.print("三次检查完毕,继续执行.....");//获取计数值的大小

System.out.print("------end------");//获取计数值的大小

}

}

/\*

\* 封装任务类

\*/

class Check1 implements Runnable{

private CountDownLatch countDownLatch;

public Check1(CountDownLatch countDownLatch){

this.countDownLatch = countDownLatch;

}

public void run() {

try {

Thread.currentThread().sleep(1000);

} catch (InterruptedException e) {

e.printStackTrace();

}

System.out.println("第一步检查结束!");

countDownLatch.countDown();//目的：一旦发生异常，保证计数值减一

}

}

class Check2 implements Runnable{

private CountDownLatch countDownLatch;

public Check2(CountDownLatch countDownLatch){

this.countDownLatch = countDownLatch;

}

public void run() {

try {

Thread.currentThread().sleep(200);

} catch (InterruptedException e) {

e.printStackTrace();

}

System.out.println("第二步检查结束!");

countDownLatch.countDown();//目的：一旦发生异常，保证计数值减一

}

}

class Check3 implements Runnable{

private CountDownLatch countDownLatch;

public Check3(CountDownLatch countDownLatch){

this.countDownLatch = countDownLatch;

}

public void run() {

try {

Thread.currentThread().sleep(500);

} catch (InterruptedException e) {

e.printStackTrace();

}

System.out.println("第三步检查结束!");

countDownLatch.countDown();//目的：一旦发生异常，保证计数值减一

}

}